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Abstract

FIDO authenticators may have many different form factors, characteristics and capabilities. This document defines a standard means to describe the relevant pieces of information about an authenticator in order to interoperate with it, or to make risk-based policy decisions about transactions involving a particular authenticator.

Status of This Document

This section describes the status of this document at the time of its publication. Other documents may supersede this document. A list of current FIDO Alliance publications and the latest revision of this technical report can be found in the FIDO Alliance specifications index at https://www.fidoalliance.org/specifications/.

This document was published by the FIDO Alliance as a Implementation Draft. This document is intended to become a FIDO Alliance Proposed Standard. If you wish to make comments regarding this document, please Contact Us. All comments are welcome.

This Implementation Draft Specification has been prepared by FIDO Alliance, Inc. Permission is hereby granted to use the Specification solely for the purpose of implementing the Specification. No rights are granted to prepare derivative works of this Specification. Entities seeking permission to reproduce portions of this Specification for other uses must contact the FIDO Alliance to determine whether an appropriate license for such use is available.

Implementation of certain elements of this Specification may require licenses under third party intellectual property rights, including without limitation, patent rights. The FIDO Alliance, Inc. and its Members and any other contributors to the Specification are not, and shall not be held, responsible in any manner for identifying or failing to identify any or all such third party intellectual property rights.

THIS FIDO ALLIANCE SPECIFICATION IS PROVIDED “AS IS” AND WITHOUT ANY WARRANTY OF ANY KIND, INCLUDING, WITHOUT LIMITATION, ANY EXPRESS OR IMPLIED WARRANTY OF NON-INFRINGEMENT, MERCHANTABILITY OR FITNESS FOR A PARTICULAR PURPOSE.
1. Notation

Type names, attribute names and element names are written as `code`. String literals are enclosed in `"`, e.g. “UAF-TLV”.

In formulas we use `|` to denote byte wise concatenation operations.

DOM APIs are described using the ECMAScript [ECMA-262] bindings for WebIDL [WebIDL-ED].

Following [WebIDL-ED], dictionary members are optional unless they are explicitly marked as required. WebIDL dictionary members must not have a value of null.

Unless otherwise specified, if a WebIDL dictionary member is `DOMString`, it must not be empty.

Unless otherwise specified, if a WebIDL dictionary member is a `List`, it must not be an empty list.

UAF specific terminology used in this document is defined in [FIDO Glossary].

All diagrams, examples, notes in this specification are non-normative.

---

**NOTE**

Note: Certain dictionary members need to be present in order to comply with FIDO requirements. Such members are marked in the WebIDL definitions found in this document, as `required`. The keyword `required` has been introduced by [WebIDL-ED], which is a work-in-progress. If you are using a WebIDL parser which implements [WebIDL], then you may remove the keyword `required` from your WebIDL and use other means to ensure those fields are present.
1.1 Key Words

The key words “must”, “must not”, “required”, “shall”, “shall not”, “should”, “should not”, “recommended”, “may”, and “optional” in this document are to be interpreted as described in [RFC2119].

2. Overview

This section is non-normative.

The FIDO family of protocols enable simpler and more secure online authentication utilizing a wide variety of different devices in a competitive marketplace. Much of the complexity behind this variety is hidden from Relying Party applications, but in order to accomplish the goals of FIDO, Relying Parties must have some means of discovering and verifying various characteristics of authenticators. Relying Parties can learn a subset of verifiable information for authenticators certified by the FIDO Alliance with an Authenticator Metadata statement. The URL to access that Metadata statement is provided by the Metadata TOC file accessible through the Metadata Service [UAFMetadataService].

For definitions of terms, please refer to the FIDO Glossary [FIDOGlossary].

2.1 Scope

This document describes the format of and information contained in Authenticator Metadata statements. For a definitive list of possible values for the various types of information, refer to the FIDO Registry of Predefined Values [UAFRegistry].

The description of the processes and methods by which authenticator metadata statements are distributed and the methods how these statements can be verified are described in the UAF Metadata Service Specification [UAFMetadataService].

2.2 Audience

The intended audience for this document includes:

- FIDO authenticator vendors who wish to produce metadata statements for their products.
- FIDO server implementers who need to consume metadata statements to verify characteristics of authenticators and attestation statements, make proper algorithm choices for protocol messages, create policy statements or tailor various other modes of operation to authenticator-specific characteristics.
- FIDO relying parties who wish to
  - create custom policy statements about which authenticators they will accept
  - risk score authenticators based on their characteristics
  - verify attested authenticator IDs for cross-referencing with third party metadata

2.3 Architecture
**Authenticator metadata statements** are used directly by the FIDO server at a relying party, but the information contained in the authoritative statement is used in several other places. How a server obtains these metadata statements is described in [UAFMetadataService].

The workflow around an authenticator metadata statement is as follows:

1. The authenticator vendor produces a metadata statement describing the characteristics of an authenticator.
2. The metadata statement is submitted to the FIDO Alliance as part of the FIDO certification process. The FIDO Alliance distributes the metadata as described in [UAFMetadataService].
3. A FIDO relying party configures its registration policy to allow authenticators matching certain characteristics to be registered.
4. The FIDO server sends a registration challenge message containing this policy statement.
5. The FIDO UAF Client receives the policy statement as part of the challenge message. It queries available authenticators for their self-reported characteristics and (with the user's input) selects an authenticator that matches the policy, to be registered.
6. The client processes and sends a registration response message to the server. This message contains the AAID for the authenticator and, optionally, a signature made with the private key corresponding to the public key in the authenticator's attestation certificate.
7. The FIDO Server looks up the metadata statement for the authenticator using the authenticator’s AAID. If the metadata statement lists an attestation certificate(s), it verifies that an attestation signature is present, and made with the private key corresponding to either (a) one of the certificates listed in this metadata statement or (b) corresponding to the public key in a certificate that chains to one of the issuer certificates listed in the authenticator's metadata statement.
8. The FIDO Server next verifies that the authenticator meets the originally supplied registration policy based on its authoritative metadata statement. This prevents a faulty, modified, or compromised FIDO UAF Client from registering authenticators that are out of policy.
9. Optionally, a FIDO Server may, with input from the Relying Party, assign a risk or trust score to the authenticator, based on its metadata, including elements not selected for by the stated policy.
10. Optionally, a FIDO Server may cross-reference the attested AAID of the authenticator with other metadata databases published by third parties. Such third-party metadata might, for example, inform the FIDO Server if an authenticator has achieved certifications relevant to certain markets or industry verticals, or whether it meets application-specific regulatory requirements.

3. **Types**

   *This section is normative.*

   3.1 **CodeAccuracyDescriptor dictionary**
The **CodeAccuracyDescriptor** describes the relevant accuracy/complexity aspects of passcode user verification methods.

### 3.1.1 Dictionary CodeAccuracyDescriptor Members

- **base** of type **required unsigned short**
  The numeric system base (radix) of the code, e.g. 10 in the case of decimal digits.

- **minLength** of type **required unsigned short**
  The minimum number of digits of the given base required for that code, e.g. 4 in the case of 4 digits.

- **maxRetries** of type **unsigned short**
  Maximum number of false attempts before the authenticator will block this method (at least for some time). 0 means it will never block.

- **blockSlowdown** of type **unsigned short**
  Enforced minimum number of seconds wait time after blocking (e.g. due to forced reboot or similar). 0 means this user verification method will be blocked, either permanently or until an alternative user verification method succeeded. All alternative user verification methods must be specified appropriately in the Metadata in **VerifierVerificationDetails**.

### 3.2 BiometricAccuracyDescriptor dictionary

The **BiometricAccuracyDescriptor** describes relevant accuracy/complexity aspects in the case of a biometric user verification method.

### NOTE

The **False Acceptance Rate** (FAR) and **False Rejection Rate** (FRR) values typically are interdependent via the **Receiver Operator Characteristic** (ROC) curve.

The **False Artefact Acceptance Rate** (FAAR) value reflects the capability of detecting presentation attacks, such as the detection of rubber finger presentation.

The FAR, FRR, and FAAR values given here must reflect the actual configuration of the authenticators (as opposed to being theoretical best case values).

At least one of the values must be set. If the vendor doesn't want to specify such values, then `VerificationMethodDescriptor.baDesc` must be omitted.

### WebIDL

```webidl
dictionary CodeAccuracyDescriptor {
  required unsigned short base;
  required unsigned short minLength;
  unsigned short maxRetries;
  unsigned short blockSlowdown;
}
```

```webidl
dictionary BiometricAccuracyDescriptor {
  double FAR;
  double FRR;
  double EER;
  double FAAR;
  unsigned short maxReferenceDataSets;
}
```
3.2.1 Dictionary `BiometricAccuracyDescriptor` Members

**FAR** of type `double`
The false acceptance rate [ISO19795-1] for a single reference data set, i.e. the percentage of non-matching data sets that are accepted as valid ones. For example a FAR of 0.1% would be encoded as 0.001.

**NOTE**
The resulting FAR when all reference data sets are used is `maxReferenceDataSets * FAR`.
The false acceptance rate is relevant for the security. Lower false acceptance rates mean better security.

Only the live captured subjects are covered by this value - not the presentation of artefacts.

**FRR** of type `double`
The false rejection rate for a single reference data set, i.e. the percentage of presented valid data sets that lead to a (false) non-acceptance. For example a FRR of 0.1% would be encoded as 0.001.

**NOTE**
The false rejection rate is relevant for the convenience. Lower false acceptance rates mean better convenience.

**EER** of type `double`
The equal error rate for a single reference data set.

**FAAR** of type `double`
The false artefact acceptance rate [ISO30107-1], i.e. the percentage of artefacts that are incorrectly accepted by the system. For example a FAAR of 0.1% would be encoded as 0.001.

**NOTE**
The false artefact acceptance rate is relevant for the security of the system. Lower false artefact acceptance rates imply better security.

**maxReferenceDataSets** of type `unsigned short`
Maximum number of alternative reference data sets, e.g. 3 if the user is allowed to enroll 3 different fingers to a fingerprint based authenticator.

**maxRetries** of type `unsigned short`
Maximum number of false attempts before the authenticator will block this method (at least for some time). 0 means it will never block.

**blockSlowdown** of type `unsigned short`
Enforced minimum number of seconds wait time after blocking (e.g. due to forced reboot or similar). 0 means that this user verification method will be blocked either permanently or until an alternative user verification method succeeded. All alternative user verification methods must be specified appropriately in the metadata in `userVerificationDetails`.

3.3 PatternAccuracyDescriptor dictionary

The `PatternAccuracyDescriptor` describes relevant accuracy/complexity aspects in the case that a pattern is used as the user verification method.

**NOTE**
One example of such a pattern is the 3x3 dot matrix as used in Android [AndroidUnlockPattern].
**WebIDL**

```webidl
dictionary PatternAccuracyDescriptor {
  required unsigned long minComplexity;
  unsigned short maxRetries;
  unsigned short blockSlowdown;
};
```

### 3.3.1 Dictionary PatternAccuracyDescriptor Members

**minComplexity** of type required unsigned long

Number of possible patterns (having the minimum length) out of which exactly one would be the right one, i.e. 1/probability in the case of equal distribution.

**maxRetries** of type unsigned short

Maximum number of false attempts before the authenticator will block authentication using this method (at least temporarily). 0 means it will never block.

**blockSlowdown** of type unsigned short

Enforced minimum number of seconds wait time after blocking (due to forced reboot or similar mechanism). 0 means this user verification method will be blocked, either permanently or until an alternative user verification method method succeeded. All alternative user verification methods must be specified appropriately in the metadata under `userVerificationDetails`.

### 3.4 VerificationMethodDescriptor dictionary

A descriptor for a specific base user verification method as implemented by the authenticator.

A base user verification method must be chosen from the list of those described in [UAFRegistry](#).

The specification of the related AccuracyDescriptor is optional, but recommended.

```webidl
dictionary VerificationMethodDescriptor {
  required unsigned long userVerification;
  CodeAccuracyDescriptor caDesc;
  BiometricAccuracyDescriptor baDesc;
  PatternAccuracyDescriptor paDesc;
};
```

### 3.4.1 Dictionary VerificationMethodDescriptor Members

**userVerification** of type required unsigned long

A single USER_VERIFY constant (see [UAFRegistry](#)), not a bit flag combination This value must be non-zero.

**caDesc** of type CodeAccuracyDescriptor

May optionally be used in the case of method USER_VERIFY_PASSCODE.

**baDesc** of type BiometricAccuracyDescriptor

May optionally be used in the case of method USER_VERIFY_FINGERPRINT, USER_VERIFY_VOICEPRINT, USER_VERIFY_FACEPRINT, USER_VERIFY_EYEPRINT, or USER_VERIFY_HANDPRINT.

**paDesc** of type PatternAccuracyDescriptor

May optionally be used in case of method USER_VERIFY_PATTERN.

### 3.5 verificationMethodANDCombinations typedef

screen unlock. The `minComplexity` would be 1624 in that case, based on the user choosing a 4-digit PIN, the minimum allowed for this mechanism.
typedef VerificationMethodDescriptor[] VerificationMethodANDCombinations;

VerificationMethodANDCombinations must be non-empty. It is a list containing the list of base user verification methods which must be passed as part of a successful user verification.

This list will contain only a single entry if using a single user verification method is sufficient.

If this list contains multiple entries, then all of the listed user verification methods must be passed as part of the user verification process.

3.6 rgbPalletteEntry dictionary

The rgbPalletteEntry is an RGB three-sample tuple pallete entry

```
webidl
dictionary rgbPalletteEntry {
  required unsigned short r;
  required unsigned short g;
  required unsigned short b;
};
```

3.6.1 Dictionary rgbPalletteEntry Members

- r of type required unsigned short
  Red channel sample value
- g of type required unsigned short
  Green channel sample value
- b of type required unsigned short
  Blue channel sample value

3.7 DisplayPNGCharacteristicsDescriptor dictionary

The DisplayPNGCharacteristicsDescriptor describes a PNG image characteristics as defined in the PNG spec for IHDR (image header) and PLTE (palette table)

```
webidl
dictionary DisplayPNGCharacteristicsDescriptor {
  required unsigned long width;
  required unsigned long height;
  required octet BitDepth;
  required octet colorType;
  required octet compression;
  required octet filter;
  required octet interlace;
  rgbPalletteEntry[] plte;
};
```

3.7.1 Dictionary DisplayPNGCharacteristicsDescriptor Members

- width of type required unsigned long
  image width
- height of type required unsigned long
  image height
- bitDepth of type required octet
  Bit depth - bits per sample or per palette index.
- colorType of type required octet
  Color type defines the PNG image type.
- compression of type required octet
  Compression method used to compress the image data.
- filter of type required octet
  image width
Filter method is the preprocessing method applied to the image data before compression.

**interlace** of type **required octet**
Interlace method is the transmission order of the image data.

**plte** of type array of **rgbPaletteEntry**
1 to 256 palette entries

### 4. Metadata Keys

This section is normative.

```webidl
dictionary MetadataStatement {
    required AAID aaid;
    required DOMString description;
    required unsigned short authenticatorVersion;
    required Version[] upv;
    required DOMString assertionScheme;
    required unsigned short authenticationAlgorithm;
    required unsigned short publicKeyAlgAndEncoding;
    required unsigned short[] attestationTypes;
    required VerificationMethodANDCombinations[] userVerificationDetails;
    required unsigned short keyProtection;
    required unsigned short matcherProtection;
    required unsigned long attachmentHint;
    required boolean isSecondFactorOnly;
    required unsigned short tcDisplay;
    required DOMString tcDisplayContentType;
    required DisplayPNGCharacteristicsDescriptor[] tcDisplayPNGCharacteristics;
    required DOMString[] attestationRootCertificates;
    required DOMString icon;
};
```

### 4.1 Dictionary **MetadataStatement** Members

**aaid** of type **required AAID**
The Authenticator Attestation ID. See [UAFProtocol] for the definition of the AAID structure.

**description** of type **required DOMString**
A human-readable short description of the authenticator.

**NOTE**
This description should help an administrator configuring authenticator policies. This description might deviate from the description returned by the ASM for that authenticator.

**authenticatorVersion** of type **required unsigned short**
Earliest (i.e. lowest) trustworthy **authenticatorVersion** meeting the requirements specified in this metadata statement.

Adding new **StatusReport** entries with status **UPDATE_AVAILABLE** to the metadata **TOC** object [UAFMetadataService] must also change this **authenticatorVersion** if the update fixes severe security issues, e.g. the ones reported by preceding **StatusReport** entries with status code USER_VERIFICATION_BYPASS, ATTESTATION_KEY_COMPROMISE, USER_KEY_REMOTE_COMPROMISE, USER_KEY_PHYSICAL_COMPROMISE, REVOKED.

It is **recommended** to assume increased risk if this version is higher (newer) than the firmware version present in an authenticator. For example, if a **StatusReport** entry with status USER_VERIFICATION_BYPASS or USER_KEY_REMOTE_COMPROMISE precedes the **UPDATE_AVAILABLE** entry, than any firmware version lower (older) than the one specified in the metadata statement is assumed to be vulnerable.

**upv** of type array of **required Version**
The UAF protocol version(s) supported by this authenticator. See [UAFProtocol] for the definition of the **Version** structure.

**assertionScheme** of type **required DOMString**
The assertion scheme supported by the Authenticator. Must be set to one of the enumerated Strings defined in the FIDO UAF Registry of Predefined Values [UAFRegistry].
**authenticationAlgorithm** of type required unsigned short
The authentication algorithm supported by the authenticator. Must be set to one of the [UAF_ALG] constants defined in the FIDO UAF Registry of Predefined Values [UAFRegistry]. This value must be non-zero.

**publicKeyAlgAndEncoding** of type required unsigned short
The public key format used by the authenticator during registration operations. Must be set to one of the [UAF_ALG_KEY] constants defined in the FIDO UAF Registry of Predefined Values [UAFRegistry]. Because this information is not present in APIs related to authenticator discovery or policy, a FIDO server must be prepared to accept and process any and all key representations defined for any public key algorithm it supports. This value must be non-zero.

**attestationTypes** of type required unsigned short
The supported attestation type(s). (e.g. [TAG_ATTESTATION_BASIC_FULL]) See UAF Registry for more information [UAFRegistry].

**userVerificationDetails** of type array of VerificationMethodANDCombinations
A list of alternative VerificationMethodANDCombinations. Each of these entries is one alternative user verification method. Each of these alternative user verification methods might itself be an "AND" combination of multiple modalities.

All effectively available alternative user verification methods must be properly specified here. A user verification method is considered effectively available if this method can be used either:

- enroll new verification reference data to one of the user verification methods

or

- unlock the UAuth key directly after successful user verification

**keyProtection** of type required unsigned short
A 16-bit number representing the bit fields defined by the [KEY_PROTECTION] constants in the FIDO Registry of Predefined Values [UAFRegistry].

This value must be non-zero.

**matcherProtection** of type required unsigned short
A 16-bit number representing the bit fields defined by the [MATCHER_PROTECTION] constants in the FIDO Registry of Predefined Values [UAFRegistry].

This value must be non-zero.

**attachmentHint** of type required unsigned long
A 32-bit number representing the bit fields defined by the [ATTACHMENT_HINT] constants in the FIDO Registry of Predefined Values [UAFRegistry].

**isSecondFactorOnly** of type required boolean
Indicates if the authenticator is designed to be used only as a second factor, i.e. requiring some other authentication method as a first factor (e.g. username+password).

**tcDisplay** of type required unsigned short
A 16-bit number representing the bit fields defined by the [TRANSACTION_CONFIRMATION_DISPLAY] constants in the FIDO Registry of Predefined Values [UAFRegistry].

This value must be 0, if transaction confirmation is not supported by the authenticator.
**tcDisplayContentType** of type DOMString
Supported MIME content type [RFC2049] for the transaction confirmation display, such as text/plain or image/png.

This value **must** be present if transaction confirmation is supported, otherwise, tcDisplay is non-zero.

**tcDisplayPNGCharacteristics** of type array of DisplayPNGCharacteristicsDescriptor
A list of alternative DisplayPNGCharacteristicsDescriptor. Each of these entries is one alternative of supported image characteristics for displaying a PNG image.

This list **must** be present if transaction confirmation is supported, otherwise, tcDisplay is non-zero.

**attestationRootCertificates** of type array of required DOMString
Each element of this array represents a PKIX [RFC5280] trust root X.509 certificate that is valid for this AAID. Multiple certificates might be used for different batches without distinct AAIDs. The array does not represent a certificate chain, but only the trust anchor of that chain.

Each array element is a Base64-encoded (section 4 of [RFC4648]), DER-encoded [ITU-X690-2008] PKIX certificate value. Each element **must** be dedicated for authenticator attestation.

Either

- the manufacturer attestation root certificate
- or
- the root certificate related to a specific AAID

**must** be specified included here.

In the case (a), the root certificate might cover multiple authenticator types (i.e. multiple AAIDs). In this case, the AAID **must** be specified in the SubjectDN CommonName (oid 2.5.4.3) of the Attestation Certificate. In the case (b) it is not required to include the AAID in the SubjectDN CommonName of the attestation certificate, as the root certificate only covers a single AAID.

In the case of surrogate basic attestation (see [UAFProtocol], section "Surrogate Basic Attestation"), no attestation root certificate is required/used. So this array **must** be empty in that case.

**icon** of type required DOMString

5. Metadata Statement Format

*This section is non-normative.*

**NORMATIVE**

A FIDO Authenticator Metadata Statement is a document containing a JSON encoded dictionary MetadataStatement.

Example of the metadata statement for an authenticator with:

- authenticatorVersion 2.
- Fingerprint based user verification with false acceptance rate of 0.001.
- Authenticator is embedded with the FIDO User device.
- The authentication keys are protected by TEE.
- The (fingerprint) matcher is implemented in TEE.
The Transaction Confirmation Display is implemented in a TEE.

The Transaction Confirmation Display supports display of "image/png" objects only. Display has a width of 320 and a height of 480 pixels. A bit depth of 16 bits per pixel offering True Color (=Color Type 2). The zlib compression method (0). It doesn't support filtering (i.e. filter type of=0) and no interlacing support (interlace method=0).

The Authenticator can act as first factor or as second factor, i.e. isSecondFactorOnly = false.

It supports the "UAFV1TLV" assertion scheme.

It uses the `UAF_ALG_SIGN_ECDSA_SHA256_RAW` authentication algorithm.

It uses the `UAF_ALG_KEY_ECC_X962_RAW` public key format (0x100=256 decimal).

It only implements the `TAG_ATTESTATION_BASIC_FULL` method (0x3E07=15879 decimal). It implements UAF protocol version 1.0 only.

EXAMPLE 1: MetadataStatement

```
{ "aaid": "1234#5678",  
  "description": "FIDO Alliance Sample UAF Authenticator",  
  "authenticatorVersion": 2,  
  "upv": [{ "major": 1, "minor": 0 }],  
  "assertionScheme": "UAFV1TLV",  
  "authenticationAlgorithm": 1,  
  "publicKeyAlgAndEncoding": 256,  
  "assertionTypes": [15879],  
  "userVerificationDetails": [ { "userVerification": 2, "baDesc": { "FAR": 0.001 } } ],  
  "keyProtection": 6,  
  "matcherProtection": 2,  
  "attachmentHint": 1,  
  "isSecondFactorOnly": false,  
  "tcDisplay": 4,  
  "tcDisplayContentType": ["image/png"],  
  "tcDisplayPNGCharacteristics": [{"width": 320, "height": 480, "bitDepth": 16, "colorType": 2, "compression": 0, "filter": 0, "interlace": 0}],  
  "attestationRootCertificates": [  
    "MIICPTCAoeAgIBAgIJAoOvexzV90y2WmQCCqGSM49BAMCMXShaDaeBgNVMA8BM          
    F1hnbkzBZSBhBkHcJ3RhOv1vBBSz90MNFy9aYDQVXQDAI5URSFPBqgBlhbnMl          
    NMDQWYVQq0aOAHQVq0SUFQrD8WdLHSBnMABA1UBw7UqfLpAvyB6BH9MRQwCQDQQVQQ  
    DADQJ0ELMAkGAIUEBhCQWCCgiqK5MC9tKBTB8AM/HE2Z7pQzCwKkKoSpHATLElARE77          
    NKEAaK4KZCKZCFCiKBq8COWQCDNVQNSDdAIywegBb3lhrMH4c4/4wy88          
    84zu9Nd1Gtf2JFz3p2n3o+88+88z3Fv3sBEvB+PqCzJKVUoBbLmpUMdWViTmpcSizVXLcD9085K919          
    bb5at59F9G+/ezA541q47aAPiLLV9S9yv1U8bLs95DgT3103NfPv7a979zJPMbWmdy2se2UzXQkU          
    UdY8+2CnAcmbGmZbyXN3Ruda18nF0folv010C7wqP2v0j+eOm1ybEY6dx145UMGWxk50e62q27          
    d0K1G0t6m61f6175m2s121pvrh5p68e8e9cQwQ0BTm24BfAqWCx+AqBr24ByGAZND7ZfC8hMKkjGdJd           
    MNUNeGP927bsefPl29fQduA/VJNX9q9d4dCSpvoP2zk79gz9lx7BhCnHmBnI8e29e+MvQfQ8ybaUQGYNQ46i          
    XZ4+7kx60g2QFoqtdmWKFcRNQ99b3j15ORifNk5J40MhUlg1q10X3D9+1H+98mEB67t7wzP2CpC+          
    02gt4r7v1Ye0cB8EGeGDJmuMmpBuczapeakeafIRYGRk9ehbPB7r/vJ/cvozLo75m9eLEOdWg9c1zL2u7qhu          
    7JLLvqQu8vL7zRkUOemENy0YQVuqE67BPiJhlvUe1rsZ96oU4xvs6JpBOv+jvRWq6ouaVF5e          
    nli/WL4Vw0k9cwbm66L62tqVw14rI7t/2SH13RJ1Y40m2vXpi5Gd7zxtQHxA/pK3+          
    +BwsKu1kQhu6vUtQjt3bQw3FwkuFQUCQOSI9sr13eV8wBqZa7+BBwvK81EK5kq5Ykere90A98p7P3Cz+Dn3d9+4w          
    6UC8SWNvM2i8u38m7n7axTVCi7G6r804kspmbd13b207eYFBAcx6qvqFvP3MJORT221FgDl7T8687          
    JKF5Sdm0j5dg4M5SnpmdfD3R6GTOhI9Wu9/0LWMXk1L3D0tLcTtky7lAmp3q1i+jVv+uyu2x5v          
    dC50NvX3e+9bRq2S84kdXi1Lp10+69t+qodovv5hQ6eG18x9+flF91c5NhM625709WMMF3Jdoj9          
    Z9A79b6gq1dR0nS7tTQusaV030GODVHBUHWhT53kYNKndwc0830c6sdDFpxGkreALxBjL5p          
    rdl1B6q9c3es/7mTv0s0rkGf4bn0kpo3nJUt0rnr2Z2yPifMvux+05sQgeBiVe+u+5uYvHnqT          
    WbDlVj1pLlOLpCELP+2qTFVGG/Livc75dH5goZseF2yu67q+dxjspa9V9CcQeN/yj/Ek6yv10k          
    9cw5cU7cGTTv5fb5fJ7Bx3z9K6H9lXwUaw85v526qC8ebe6fVafRe3Puf1JUJz71knJnW          
    ZXHMmCn6jQyOa10U7QFCMcm3Qgq0qQ7FP/7x8+0x4519yb1eCep4m0o6x+1Fg3D+5tX78kWy8w          
    b9e6vOBV6BVD+784xKvdwAH57F7yjgryOhDnJnEuXmq/WjxOBvOBMB7zynwvx2a6vWc8+48aLead          
    E7P5bKZ2QAQR5vSN36+e62rLqppxmgB/45V5U7pml18HCDsR7FHitmuesM6vHR0v/ALX2          
    32bg4D8BfX7v1QCN5fz0uF1bB47gexm9J9qyJuypj3d6DawBMBHr+enAgNKe3W1fY          
    uCagaCR1y7Uw20uB8kD4pex9gFpl37mynkJGxH7ydFnpQ2f52kAn9d25q09NnFmp30gBFv          
    vneavesP5J3D7tFz湟98S5Kud02J1w2p04rkMNkF74xHfVc8D8vBbYnzqgoidLr16AVdG9u          
    ezw078A82Qn6c1IK6Z+4V5cyvqyNDDPOUOAuQHrXxuAXLkxh4AYuf0MYcDlC0WF5+3a19jPoforcU          
    r/UL11J66eCLYDbo6+04F+5xe16G14M6D5rJ1poFqNH/j3SDKNariUGyLMYLYkps67XpoF0b8p          
    HkzhknR54xClUOMXV8Fte9eh2/cTAvpMEBkA4QGDzYlCJRyXN3H8RLEHkk7C+aFRAQ2hGoQ1          
    qJXFZ2q16N6g56z3kuT6wbk5K84k8nhB+hK1nFwTPURbYwMbSv+vqOqgXaKz3C0dI          
    sh1O2NOaqh0mXr1xL3a0Nv9iw9k+WlNTMT/86XSOBmy1130XM76gWQ9g+D2uyna56m52t5W5Wy5          
    5QVa1LwVuyJXqAkznialk/BBi4AAJXBR5zekJr9g++=="""```
Example of an *User Verification Methods* entry for an authenticator with:

- Fingerprint based user verification method, with:
  - the ability for the user to enroll up to 5 fingers (reference data sets) with:
    - a false acceptance rate of 1 in 50000 (0.002%) per finger. This results in a FAR of 0.01% (0.0001).
    - The fingerprint verification will be blocked after 5 unsuccessful attempts.
  - A PIN code with a minimum length of 4 decimal digits has to be set-up as alternative verification method. Entering the PIN will be required to re-activate fingerprint based user verification after it has been blocked.

**EXAMPLE 2: User Verification Methods Entry**

```json
[ 
  { "userVerification": 2, "baDesc": { "FAR": 0.00002, "maxReferenceDataSets": 5, "maxRetries": 5, "blockSlowdown": 0} }],
[ { "userVerification": 4, "caDesc": { "base": 10, "minLength": 4 } } ]
```

6. Additional Considerations

*This section is non-normative.*

6.1 Field updates and metadata

Metadata statements are intended to be stable once they have been published. When authenticators are updated in the field, such updates are expected to improve the authenticator security (for example, improve FRR or FAR). The `authenticatorVersion` must be updated if firmware updates fixing severe security issues (e.g. as reported previously) are available.

**NOTE**

The metadata statement is assumed to relate to all authenticators having the same AAID.

**NOTE**

The FIDO Server is recommended to assume increased risk if the `authenticatorVersion` specified in the metadata statement is newer (higher) than the one present in the authenticator.

**NORMATIVE**

Significant changes in authenticator functionality are not anticipated in firmware updates. For example, if an authenticator vendor wants to modify a PIN-based authenticator to use "Speaker Recognition" as a user verification method, the vendor would *must* assign a new AAID to this authenticator.

**NORMATIVE**

A single authenticator implementation could report itself as two "virtual" authenticators using different AAIDs. Such implementations *must* properly (i.e. according to the security characteristics claimed in the metadata) protect `UAuth` keys and other sensitive data from the other "virtual" authenticator - just as a normal authenticator would do.

**NOTE**

Authentication keys (`UAuth.pub`) registered for one AAID cannot be used by authenticators reporting a different AAID - even when running on the same hardware (see section "Authentication Response Processing Rules for FIDO Server" in [UAFProtocol]).
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